# سوال 1

کد:

nums = [

    \*[0.594, 0.928, 0.515, 0.055, 0.262, 0.797],

    \*[0.788, 0.442, 0.262, 0.797, 0.788, 0.442],

    \*[0.507, 0.351, 0.097, 0.798, 0.227, 0.127],

    \*[0.474, 0.825, 0.007, 0.182, 0.929, 0.852],

]

D = framework.Tests.ks(nums)

D\_alpha = 0.27

print(f"D = {D}")

print(f"D\_alpha = {D\_alpha}\n")

print(

    "Null hypothesis cannot be rejected. [Is uniform]"

    if D <= D\_alpha

    else "Null hypothesis is rejected. [Is not uniform]"

)

z\_0025 = 1.96

for start in range(len(nums)):

    for lag in range(1, len(nums) - start):

        z = framework.Tests.autoCorr(nums, start, lag)

        if abs(z) > 1.96:

            print("\nAutocorrelation detected with these values:")

            print(f"  start  = {start}")

            print(f"  lag    = {lag}")

            print(f"  z      = {z}")

            print(f"  z\_0025 = {z\_0025}")

رفرنس کد در فریمورک:

class Tests:

    @staticmethod

    def ks(nums: List[float | int]):

        nums = sorted(nums)

        n = len(nums)

        D\_plus = max((i + 1) / n - num for i, num in enumerate(nums))

        D\_minus = max(num - i / n for i, num in enumerate(nums))

        D = max(D\_plus, D\_minus)

        return D

    @staticmethod

    def autoCorr(nums: List[float | int], start: int, lag: int):

        pairs = (len(nums) - (start + 1)) // lag - 1

        nominator = (

            sum(

                nums[start + k \* lag] \* nums[start + (k + 1) \* lag]

                for k in range(pairs + 1)

            )

            / (pairs + 1)

            - 0.25

        )

        denominator = math.sqrt(13 \* pairs + 7) / (12 \* (pairs + 1))

        return nominator / denominator

خروجی:

D = 0.16300000000000003

D\_alpha = 0.27

Null hypothesis cannot be rejected. [Is uniform]

Autocorrelation detected with these values:

start = 1

lag = 9

z = 2.3649477803053496

z\_0025 = 1.96

Autocorrelation detected with these values:

start = 1

lag = 14

z = 2.2248984533740606

z\_0025 = 1.96

Autocorrelation detected with these values:

start = 1

lag = 18

z = 2.3385417874026904

z\_0025 = 1.96

Autocorrelation detected with these values:

start = 1

lag = 21

z = 2.7762790740314895

z\_0025 = 1.96

Autocorrelation detected with these values:

start = 1

lag = 22

z = 2.452185121431321

z\_0025 = 1.96

Autocorrelation detected with these values:

start = 5

lag = 17

z = 2.2243042932224903

z\_0025 = 1.96

Autocorrelation detected with these values:

start = 6

lag = 16

z = 2.1863823617165283

z\_0025 = 1.96

Autocorrelation detected with these values:

start = 9

lag = 13

z = 2.2243042932224903

z\_0025 = 1.96

Autocorrelation detected with these values:

start = 10

lag = 12

z = 2.1863823617165283

z\_0025 = 1.96

Autocorrelation detected with these values:

start = 11

lag = 4

z = 2.0136593004118826

z\_0025 = 1.96

Autocorrelation detected with these values:

start = 15

lag = 4

z = 2.310976254746033

z\_0025 = 1.96

Autocorrelation detected with these values:

start = 15

lag = 7

z = 2.228517841167597

z\_0025 = 1.96

Autocorrelation detected with these values:

start = 19

lag = 3

z = 2.342283635685482

z\_0025 = 1.96

Autocorrelation detected with these values:

start = 19

lag = 4

z = 2.054161317910548

z\_0025 = 1.96

Autocorrelation detected with these values:

start = 22

lag = 1

z = 2.4560494302033673

z\_0025 = 1.96

# سوال 2

کد:

for i in range(4):

    serviceTime = framework.RandomVariate.empirical(

        nums=[14, 30, 45, 60, 90, 120, 180, 300],

        frequencies=[10, 20, 25, 35, 30, 20, 10],

    )

    print(f"Customer #{i+1} service time: {serviceTime}")

رفرنس کد در فریمورک:

class Rng:

    @staticmethod

    def lcg(seed: int, modulus: int, multiplier: int, increment=0, returnInts=False):

        randomInt = seed

        while True:

            yield randomInt if returnInts else randomInt / modulus

            randomInt = (multiplier \* randomInt + increment) % modulus

class RandomVariate:

    generator = Rng.lcg(seed=123\_457, modulus=2\*\*31 - 1, multiplier=7\*\*5)

    @staticmethod

    def empirical(nums, frequencies):

        randomValue = next(RandomVariate.generator)

        total = sum(frequencies)

        index = -1

        cumulativeFrequency = 0

        for frequency in frequencies:

            relativeFrequency = frequency / total

            if cumulativeFrequency + relativeFrequency <= randomValue:

                cumulativeFrequency += relativeFrequency

                index += 1

            else:

                break

        x0 = nums[index]

        x1 = nums[index + 1]

        relativeFrequency = frequencies[index + 1] / total

        return x0 + (x1 - x0) / relativeFrequency \* (randomValue - cumulativeFrequency)

خروجی:

Customer #1 service time: 40.10740459622229

Customer #2 service time: 112.87262176995753

Customer #3 service time: 22.082180094012145

Customer #4 service time: 49.92902146183374

# سوال 3

کد:

def formatTime(time: float) -> str:

    hour = math.floor(currentTime)

    minutes = math.floor(60 \* (currentTime - hour))

    return f"{hour}:{"0" if minutes < 10 else ""}{minutes}"

customersCount = framework.RandomVariate.poisson(mean=100)

print(f"Randomly generated value for customers' count: {customersCount}")

currentTime = 8

arrivalTimes = []

for \_ in range(customersCount):

    interval = framework.RandomVariate.exponential(mean=8 / 100)

    currentTime += interval

    arrivalTimes.append(formatTime(currentTime))

print("\nArrival times:")

pp(arrivalTimes)

رفرنس کد در فریمورک:

class Rng:

    @staticmethod

    def lcg(seed: int, modulus: int, multiplier: int, increment=0, returnInts=False):

        randomInt = seed

        while True:

            yield randomInt if returnInts else randomInt / modulus

            randomInt = (multiplier \* randomInt + increment) % modulus

class RandomVariate:

    generator = Rng.lcg(seed=123\_457, modulus=2\*\*31 - 1, multiplier=7\*\*5)

    @staticmethod

    def exponential(mean: float):

        randomValue = next(RandomVariate.generator)

        return -mean \* math.log(randomValue)

    @staticmethod

    def poisson(mean: int):

        if mean >= 15:

            z = RandomVariate.normal(0, 1)

            return math.ceil(math.sqrt(mean) \* z + mean - 0.5)

        n = 0

        p = 1

        while (p := p \* next(RandomVariate.generator)) >= math.exp(-mean):

            n += 1

        return n

خروجی:

Randomly generated value for cusftomers' count: 87

Arrival times:

['8:02',

'8:14',

'8:19',

'8:29',

'8:33',

'8:33',

'8:42',

'8:49',

'8:53',

'8:57',

'9:00',

'9:00',

'9:05',

'9:08',

'9:25',

'9:27',

'9:36',

'9:39',

'9:40',

'9:46',

'9:58',

'10:01',

'10:01',

'10:02',

'10:09',

'10:15',

'10:24',

'10:25',

'10:32',

'10:45',

'10:46',

'10:46',

'11:02',

'11:04',

'11:13',

'11:20',

'11:26',

'11:43',

'11:43',

'11:44',

'11:46',

'11:46',

'11:50',

'11:50',

'11:55',

'12:04',

'12:04',

'12:06',

'12:14',

'12:15',

'12:15',

'12:17',

'12:18',

'12:22',

'12:35',

'12:43',

'12:45',

'12:56',

'12:57',

'13:00',

'13:00',

'13:05',

'13:09',

'13:09',

'13:09',

'13:13',

'13:14',

'13:14',

'13:28',

'13:29',

'13:31',

'13:36',

'13:39',

'13:41',

'13:43',

'13:47',

'13:47',

'13:49',

'13:53',

'13:57',

'14:00',

'14:07',

'14:09',

'14:13',

'14:22',

'14:24',

'14:30']

# سوال 4

# سوال 5

زیرا اگر بر روی یک خط قرار بگیرد، به این معناست که روند (Trend) توزیع انباشته داده‌ها، مشابه تابع توزیع حدس زده شده است. اگر شیب آن 1 باشد، به این معناست که نه تنها روندشان مشابه است، بلکه به تقریب خوبی یکسان هستند. این یکسانی به معنای انتخاب پارامترهای درست برای تابع توزیع است.

کد:

a = sorted([19, 8, 6, 11, 24, 13])

b = sorted([118, 55, 65, 251, 124, 120])

plt.scatter(a, b)

خروجی:

از یک توزیع پیروی نمی‌کنند.

![](data:image/png;base64,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)

# سوال 6

کد:

trucksCount = framework.RandomVariate.discreteUniform(3, 9)

print(f"Randomly generated value for trucks' count: {trucksCount}")

loadingTimes = []

for \_ in range(trucksCount):

    loadingTime = framework.RandomVariate.normal(mean=34, std=5)

    loadingTimes.append(round(loadingTime, 2))

print("\nLoading times:")

print(loadingTimes)

رفرنس کد در فریمورک:

class Rng:

    @staticmethod

    def lcg(seed: int, modulus: int, multiplier: int, increment=0, returnInts=False):

        randomInt = seed

        while True:

            yield randomInt if returnInts else randomInt / modulus

            randomInt = (multiplier \* randomInt + increment) % modulus

class RandomVariate:

    generator = Rng.lcg(seed=123\_457, modulus=2\*\*31 - 1, multiplier=7\*\*5)

    @staticmethod

    def discreteUniform(low: int, high: int):

        k = high - low + 1

        randomValue = next(RandomVariate.generator)

        return math.floor(k \* randomValue) + low

    @staticmethod

    def normal(mean: float, std: float):

        randomValue1 = next(RandomVariate.generator)

        randomValue2 = next(RandomVariate.generator)

        radius = math.sqrt(-2 \* math.log(randomValue1))

        theta = 2 \* math.pi \* randomValue2

        randomVariate1 = radius \* math.cos(theta)

        randomVariate2 = radius \* math.sin(theta)

        randomVariate1 = std \* randomVariate1 + mean

        randomVariate2 = std \* randomVariate2 + mean

        return randomVariate1 if next(RandomVariate.generator) < 0.5 else randomVariate2

خروجی:

Randomly generated value for trucks' count: 6

Loading times:

[38.04, 33.82, 31.3, 39.11, 25.37, 33.93]